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Abstract  

Background: Businesses have embraced the burgeoning technology known as cloud computing. This entails the 

provision of various services over the Internet. Connectivity, availability and security are three major requirements 

that cloud service providers should always ensure. The cloud computing environment faces several difficult security 

concerns one of which is the distributed denial of service attacks. Attacks that cause a denial of service puts 

availability at risk. Conventional methods of mitigating DDoS assaults fall short due to noticeable server downtime 

and poor quality of service, users still experienced server downtime and performance issues. Also, existing load 

balancing algorithm used to mitigate DDoS attack all had a common problem which is single point of failure. 

Method: This study proposes a load balancing approach to mitigate DDoS attack while eliminating the problem of 

single point failure associated with the conventional approaches. This is achieved by using cloud automation tools 

and providing effective configurations for the servers and monitoring tool. The proposed design was implemented, 

and 20 scenarios of DDoS attacks were used to investigate the effectiveness of the design. Results: Upon testing, 

the results show a reduction in the duration of server downtime whenever an attack happens.  The measured time 

is with respect to the server downtime duration. From previous cases of DDoS attack that some organization 

experienced, the duration from the attack detection to the attack mitigation was about 20 mins. But with the 

proposed algorithm, the duration from attack detection to mitigation falls within 5 mins.  

Keywords: Cloud computing, Cybersecurity, Distributed Denial of Service (DDoS), Load Balancing 

1. Introduction  

Cloud computing is a model for enabling convenient, on-demand network access to a shared pool of 

configurable computing resources (e.g., networks, servers, storage, applications, and services) that can be rapidly 

provisioned and released with minimal management effort or service provider interaction (Mell & Grance, 2011). 

The cloud computing technology has become the de facto form of web service provisioning. According to Potey, 

Dhote, and Sharma (2013), cloud computing is not a new technology, but it is considered innovative in a delivery 

paradigm for information and services. By utilizing the Internet infrastructure, cloud computing links the 

communication between the client and server-side services or applications. Similar to how internet service providers 

offer clients high-speed broadband to access the internet, cloud service providers (CSPs) provide cloud platforms 

for their customers to use and construct their web services. Society relies on the internet for everything from work 

to entertainment, to financial management, personal data storage, and beyond. The market for cloud computing was 

estimated to be worth USD 371.4 billion in 2020 and grow at a compound annual growth rate of 17.5% (Sumina 

2022). As the user base for the internet grows exponentially, security has become more crucial than ever before 

now. Also, cybersecurity experts are relied upon to protect user data and CSP infrastructure; they have the advanced 

skills to anticipate security threats and safeguard confidential information from unauthorized users. Cyber threats 

come in many different forms, which makes them difficult to combat. Many of these threats prey on individuals 

through digital mining techniques. These attacks rely on various forms of trickery, from phishing emails that are 

designed to look legitimate, to bogus online alerts that claim an individualôs computer is infected with a virus. 
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Distributed Denial of Service (DDoS) attacks are a potential threat to businesses. In DDoS attacks, cybercriminals 

flood a companyôs network or servers with an overwhelming amount of internet traffic. This results in system 

downtime and poor network QoS. 

Several studies have proposed system designs and techniques for mitigating DDoS attacks in cloud 

environments (Belyaev and Gaivoronski, 2014; Zebari; Zeebaree, Sallow, Shukur, Ahmad & Jacksi, 2020; 

Abdulkareem & Zeebaree, 2022; Somasundarama, Meenakshi, 2021). However, the downtime experienced by these 

approaches can be improved upon. This will consequently improve the QoS of cloud computing platform. A load 

balancing approach is proposed that will switch the roles of servers as request traffic grows. A server monitoring 

configuration is setup to, at interval, check the health of the servers. When the configured threshold of the 

monitoring tools is reached or surpassed, it triggers the execution of a script that will switch serverôs role to contain 

the DDoS attack. The result of the experiments conducted showed that the proposed system is effective in containing 

DDoS attacks with little or no significant downtime that can affect QoS. 

The remaining part of this paper is organized as follows: section 2 discusses the concept of cloud computing, 

cloud security, DDoS attack, and load balancing. Section 3 presents a review of studies that have proposed solutions 

to address DDoS attacks. The proposed system and its configurations and implementation are presented in Section 

4. Section 5 presents and discuss the results of the experiments conducted to implement and investigate the 

effectiveness of the proposed approach to DDoS attack.  

1.1 Cloud Computing and Security 

Cloud computing is a model for enabling convenient, on-demand network access to a shared pool of 

configurable computing resources (e.g., networks, servers, storage, applications, and services) that can be rapidly 

provisioned and released with minimal management effort or service provider interaction (Mell & Grance, 2011). 

The existing storage and computing facilities are under intense demand because of the Internet's rapid expansion 

(T. Dillon et al., 2010) The inexpensive commodity PCs become the primary hardware platform used by Internet 

service providers. One of the main concerns in cloud environments is the provision of security around multi-tenancy 

and isolation (Bhadauria, R, 2011). Service delivery model is just one of many factors that must be taken into 

account for a thorough analysis of cloud security. Security at various levels, such as Network level, Host level, and 

Application level, is necessary to keep the cloud up and running continuously (Bhadauria et al. 2011). In accordance 

with these different levels, various types of security breaches may occur.  

Cyber security is the practice of defending computers, servers, mobile devices, electronic systems, 

networks, and data from malicious attacks. It's also known as information technology security or electronic 

information security. The term applies in a variety of contexts, from business to mobile computing, and can be 

divided into a few common categories (ñWhat Is Cyber Security?,ò 2023). 

When it comes to blocking crucial server services by flooding the target server with so many packets that 

it cannot process them, DDoS can be compared to a more sophisticated version of DOS (Bhadauria et al., 2011). A 

DDoS attack is a malicious attempt to obstruct a server, service, or network's regular traffic by saturating the target 

or its surrounding infrastructure with an excessive amount of Internet traffic. The most frequent type of DoS attack 

happens when an attacker floods a network with too many requests to the target server, preventing it from serving 

regular users (Gruschka & Iacono, 2009). By using numerous compromised computer systems as sources of attack 

traffic, DDoS attacks are made effective. Computers and other networked resources such as IoT devices, can be 

exploited machines.  The three functional units that make up a DDoS attack are a Master, a Slave, and a Victim. 

The Master is the attack launcher and is responsible for all attacks that result in DDoS. The Slave is the network 

that serves as the Master's launch pad and gives the Master the opportunity to attack the Victim. This is why the 

attack is also referred to as a coordinated attack (Bhadauria et al., 2011). A DoS attack is only considered to occur 

when access to a computer or network resource is intentionally blocked or degraded because of malicious action 

taken by another user. These attacks donôt necessarily damage data directly or permanently, but they intentionally 

compromise the availability of the resource (Douligeris & Mitrokotsa, 2004). When viewed from a distance, a 
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DDoS assault resembles an unexpected traffic congestion that blocks the roadway and keeps ordinary traffic from 

reaching its destination. 

 

A DDoS attack basically consists of two stages: the first is the intrusion phase, where the Master attempts 

to compromise less critical machines to assist in flooding the more critical one, and the second is the installation of 

DDoS tools and attacking the victim server or machine. Thus, a DDoS attack causes the service to be unavailable 

to the authorized user similarly to how it is done in a DoS attack but different in the way it is launched (Bhadauria 

et al., 2011). DDoS assaults are conducted using networks of computers linked to the Internet. These networks are 

made up of computers and other devices, such as Internet of Things (IoT) devices, that have been infected with 

malware, enabling an attacker to remotely manage them. These gadgets are known as bots (or zombies), and a 

botnet is a collection of bots. Once a botnet has been created, the attacker can control an attack by giving each bot 

remote commands. When the botnet targets a victim's server or network, each bot sends requests to the target's IP 

address, potentially causing the system to be overwhelmed with unexpected requests which not only prevent 

legitimate users from accessing the server legitimately but also has the potential of eventually halting the operation 

of the server bringing it to its knees. According to the level of the attacked protocol, DoS attacks can be categorized 

into five. Fig 1 presents the categories of DDoS (Douligeris & Mitrokotsa, 2004). 

 
Figure 1: Categories of DDOS Attack (Douligeris & Mitrokotsa, 2004) 

The Network Device Level of DoS attacks includes attacks that may be caused by exploiting bugs or 

weaknesses in software, or by attempting to exhaust the hardware resources of network devices. One example of a 

network device exploit is the one that is caused by a buffer overrun error in the password checking routine. Using 

these exploits, certain Cisco 7xx routers could be crashed by connecting to the routers via telnet and entering 

extremely long passwords (Douligeris & Mitrokotsa, 2004). 

The Ping of Death attack, a type of DoS attack where ICMP echo requests with total data sizes larger than 

the maximum IP standard size are sent to the targeted victim, frequently results in the victim's computer crashing, 

is an example of this category of DoS attacks that take advantage of the ways operating systems implement protocols 

(Douligeris & Mitrokotsa, 2004). Application-based attacks aim to put a machine or a service out of commission 

by either using network applications that are running on the target host to exploit specific bugs or by using those 

applications to drain the victim's resources. It's also possible that the attacker may have discovered points of high 

algorithmic complexity and exploited them in order to consume all resources on a remote host (Douligeris & 

Mitrokotsa, 2004). 

DoS attacks based on protocol features take advantage of certain standard protocol features. For example, 

several attacks exploit the fact that IP source addresses can be spoofed (Douligeris & Mitrokotsa, 2004). Several 

types of DoS attacks have focused on DNS, and many of these involve attacking DNS cache on name servers. An 
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attacker who owns a name server may persuade a victim name server into caching false records by inquiring the 

victim about the attacker's own site (Abhishek, 2017). 

1.2  Load Balancing and Cloud Monitoring 

Load balancing is a key aspect of cloud computing and avoids the situation in which some nodes become 

overloaded while the others are idle or have little work to do. Load balancing improves Quality of Service (QoS) 

which includes response time, cost, throughput, performance and resource utilization. 

The load balancing in the cloud, also known as load balancing as a service (LBaaS), may be among physical 

hosts or VMs; this balancing mechanism distributes the dynamic workload equally among all the nodes (hosts or 

VMs). There are two versions of load balancing algorithms: static and dynamic. The static-based balancing 

algorithms are mostly suitable for stable environments with homogeneous systems. Algorithms for dynamically 

based balancing are more flexible and efficient in both homogeneous and heterogeneous environments (Mishra, 

Sahoo, & Parida, 2018). For this research, the load balancing tool that would be used is called Nginx. Nginx is a 

web server that can also be used as a reverse proxy, mail proxy and HTTP cache.  

Monitoring of Cloud is a task of paramount importance for both Providers and Consumers. On the one side, 

it is a key tool for controlling and managing hardware and software infrastructures; on the other side, it provides 

information and Key Performance Indicators (KPIs) for both platforms and applications. The continuous monitoring 

of the Cloud and of its SLAs (for example, in terms of availability, delay, etc.) supplies both the Providers and the 

Consumers with information such as the workload generated by the latter and the performance and QoS offered 

through the Cloud, also allowing to implement mechanisms to prevent or recover violations (for both the Provider 

and Consumers. In cloud computing, monitoring can be of two types: high-level and low-level. High-level 

monitoring is related to the virtual platform status. The low-level monitoring is related to information collected for 

the status of the physical infrastructure (Caron et al., 2012; Spring, 2011). Cloud monitoring system is a self-

adjusting and typically multi-threaded system that is able to support monitoring functionalities (Anand, 2012). It 

comprehensively monitors pre-identified instances/resources on the cloud for abnormalities. On detecting an 

abnormal behavior, the monitoring system attempts to auto-repair this instance/resource if the corresponding 

monitor has a tagged auto-heal action (Anand, 2012). 

Infrastructure as Code (IaC) is the managing and provisioning of infrastructure through code instead of 

through manual processes. Infrastructure as code (IaC) uses DevOps methodology and versioning with a 

descriptive model to define and deploy infrastructure, such as networks, virtual machines, load balancers, and 

connection topologies. Just as the same source code always generates the same binary, an IaC model generates the 

same environment every time it deploys (Mijacobs, 2022). IaC avoids manual configuration and enforces 

consistency by representing desired environment states via well-documented code in formats such as JSON. 

Infrastructure deployments with IaC are repeatable and prevent runtime issues caused by configuration drift or 

missing dependencies. Release pipelines execute the environment descriptions and version configuration models to 

configure target environments. To make changes, the team edits the source, not the target (Juliakm, 2022). 

2. Related Works 

Belyaev and Gaivoronski (2014), proposed a system of mitigating and detecting attacks. The system 

involves two-level balancing solution in SDN networks, which includes traditional balancing between servers and 

load balancing between network devices as well. Zebari et al. (2020) proposed a system that uses network load 

balancing (NLB) and high availability proxy (HAProxy) as DDoS mitigation techniques. The NLB is used in the 

Windows platform and HAProxy in the Linux platform. Moreover, Internet Information Service (IIS) 10.0 is 

implemented on Windows server 2016 and Apache 2 on Linux Ubuntu 16.04 as web servers. They evaluated each 

load balancer efficiency in mitigating synchronized DDoS attack on each platform separately. The evaluation 
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process is accomplished in a real network and average response time and average CPU were measured as 

performance metrics. 

Abdulkareem & Zeebaree (2022) addresses the optimization of load balancing algorithms to deal with 

DDoS attacks using Whale Optimization Algorithm (WOA) with other algorithms: Round-Robin (RR), Particle 

Swarm Optimization (PSO), and Genetic Algorithms (GA). The results obtained from implementing these 

algorithms showed that the WOA performed better than other algorithms in terms of speed of the response time to 

client requests. The whale optimization algorithm can prevent unexpected traffic and block the regular operation of 

Internet websites by providing a proper plan for distributing requests between servers and reducing the average 

response speed.  Somasundarama & Meenakshi (2021) proposed a system which uses two components, a verifier 

module and an elastic loan balancer module, for mitigating DDoS attack in the cloud environment. 

3. The Proposed System Architecture 

Figure 2 depicts the architecture of the proposed load balancing approach to mitigating DDoS attack in 

Cloud environment.    

 
Figure 2: Proposed system architecture 

Figure 2 depicts a typical scenario of the proposed system design. It consists of three servers with node 

exporter installed on them. Depending on the prevailing traffic, one of the servers is selected to play the role of a 

proxy server; this role is switched between the servers as the traffic size grows. A monitoring tool, Prometheus, is 

setup to fetch the prevailing state of the server by communicating with the node exporter installed on the servers. 

The node exporters send metric data about the state of the server such as the serversô health, CPU usages, and 

network traffics. Prometheus is configured with monitoring rules that specify the attributes of the server that should 

be monitored and their thresholds. If a threshold is exceeded, an alert would be triggered which will invoke a Jenkins 

job through an API endpoint.  The job runs a script that update DNS record, reassigning the next server IP address 

to the domain.  

3.1 Load Balancing in the Proposed System 

The first server, server A, acts as a proxy server and a load balancer between the client and the servers. It 

accepts all incoming traffic and distribute the traffic among the other servers based on the load balancing algorithm 

specified in the system. Depending on the traffic level, these other remaining servers can take the role of serving as 

proxy server and load balancer. 
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When there is an attack, server A receives the attack which increases the traffic level on it. This situation 

will lead to the triggering of the monitoring alerts as configured in the Prometheus monitoring tool. Consequently, 

the alert initiates a Jenkin job that will run the script that will switch the role of Server A to a mere server while any 

of the other servers, say Server B, takes the role of a proxy server and load balancer. Listing 1 presents the 

pseudocode of the proposed system showing how requests are handled by the servers through load balancing. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Listing 1: Proposed system pseudocode 

In this pseudocode, a server from the list is chosen to act as a proxy server. The proxy server accepts all 

incoming requests and uses the round-robin algorithm implemented in the getNextServer() function to distribute 

these requests among all other servers. If the CPU load of the proxy server exceeds 80%, it joins the rest of the 

servers in receiving requests and another server from the list is chosen to act as a new proxy server. 

3.2 Prometheus Configuration 

Prometheus is a versatile monitoring tool, used to monitor server health metrics. Figure 3 presents the 

configuration and rules specified in the proposed design. As shown in Figure 3(a), the Prometheus configuration 

file configures Prometheus to scrape metrics every 10s. The global section configures global settings and default 

values, and the scrape_config section tells Prometheus which targets to scrape. A scrape_config entry allows 

specifying a list of targets and a common label set for them. It contains the list of servers from which metrics should 

be drawn from. Figure 3 (b) shows the alert rules that have been configured in Prometheus. The rules monitor the 

operating system of the server to identify if the CPU usage exceeds a certain threshold. The operating system state 

data is collected through a node exporter which is then published to Prometheus via an HTTP endpoint. The rules 

specify the metrics that should be monitored and collected from the node exporter. 

(a) Prometheus configuration  

Initialize an empty list of servers  

Initialize a counter to 0  

 

function addServer(server):  

    Add the server to the list of servers  

Pick a server from the list to act as the proxy server  

 

function getNextServer():  

    if the list of servers is not empty:  

        Get the server at the index of the counter in the list of servers  

        Increment the counter  

 if counter >= length of the list of servers:  

            Reset the counter to 0  

        return the server  

   else:  

        return an error message indicating no servers are available  

 

function handleRequest(request):  

    Send request to proxy server  

    Proxy server uses getNextServer() to distribute request among servers  

 

function checkProxyServerLoad():  

    if proxy server CPU load > 80%:  

        Old proxy server joins the rest of the servers  

        Pick another server from the list to act as the new proxy server  
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(b) Configuration alert rules 

 

Figure 3. Prometheus Configuration and Alert Rules 

3.3 Alert Manager Configuration 

Figure 4 shows the configuration of the alert manager for the proposed system. The alert manager handles 

alerts sent by Prometheus monitoring tool and forwards the alert to appropriate receiver integration. In the 

configuration, the receiver type used is a webhook receiver. The webhook receiver forwards alerts to the webhook 

URL that has been configured in the receivers block. 
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Figure 4. Alert Manager Configuration 

3.4 Terraform  

Figure 5 shows the code that switches server when a DDoS attack occurs. It switches the server by updating 

the DNS records. The provider block specifies the cloud service provider used; in this case the Amazon Web 

Services(AWS) is used. The AWS Provider is used to interact with the many resources supported by AWS. In order 

to use the provider, the provider was configured with the appropriate credentials of the AWS account that is being 

used. The resource block indicates the resource being used from AWS. AWS Route 53 resource was used to manage 

DNS records and for easy and automatic updating and configuring. 

 
Figure 5. Terraform Script 

3.5 Jenkins 

In order to automatically run the terraform script created, Jenkins, an open-source automation tool is used. 

To accomplish the task, a job is created in Jenkins. The job created is named terraform as shown in figure 6. The 

job contains the configuration for automating specific tasks. 
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Figure 6. Jenkins Job 

A build trigger configuration specifies how the job defined in Jenkin is triggered. Webhook build trigger is 

selected as shown in figure 7. The webhook build trigger makes an API endpoint that receives HTTP requests from 

alert manager. 

 

 

Figure 7. Jenkins Build Trigger Configuration 

Then finally, the build step configuration is added. This step runs a couple of shell commands as shown in 

the figure above. The cd command navigates to the directory of the terraform script. The terraform init command 

initializes the working directory of the terraform script. The óterraform planô command allows previewing of 
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changes that are going to be made to the infrastructure. The terraform apply command then finally executes the 

actions i.e. updating the DNS records and assigning the new IP address. 

 

Figure 8. Build Steps/Tasks Configuration 

4. Experimental Result 
Having implemented the system by setting up all the tools and their configurations as presented in the 

previous section, the system was tested and evaluated. A DDoS attack was simulated on the servers used. The results 

of the implementation of the proposed system are presented using the UIs of the following tools used in the study: 

Google Chrome, Alertmanager, Grafana, Command line interface, and AWS Route53 console. The states of the 

setup before, during and after arresting the simulated attack are presented. 

4.1 Before the Attack 

Figures 9, 10 and 11 present a status of the network and server CPU before a DDoS attack. Figure 9 shows 

a website running on a server running normally as expected, with its IP address.  
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Figure 9. Chrome Browser Network Status of a Website before Attack 

Figure 10 presents a graphcal representation of the CPU usage before an attack. The time series graph shows 

the CPU running normally before an attack. 

 
Figure 10. Grafana Dashboard showing Server CPU Usage before an Attack. 

Figure 11 shows the CPU usage on the console. Comparing it to the time series graph , it can be seen that 

all is running as would be expected of a normal network traffic. 
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Figure 11. Console showing CPU Usage 

4.2 During the Attack  

Figure 12 shows a CPU usage of almost 100% during the simulated DDoS attack. Figure 13 gives a 

graphical representation of the CPU showing a sudden rise in the usage of the server processor.   
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Figure 12. Console showing CPU Usage during an Attack 
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Figure 13. Grafana showing the Rise in CPU Usage. 

4.3 After Arresting the Attack  

Figures 14 and 15 presents the state of the system immediately after the proposed system has handled the 

flood of attacks by switching the role of the servers as described in section 4. Figure 14 shows that the website in 

Figure 11 now has a different server IP address it communicates indicating that the proposed system has switched 

to another server serving to serve the same website. 

 
Figure 14. Chrome showing the New IP Address after the Attack has been Arrested. 

Figure 15 shows the output of the terraform script that updates the DNS record to switch the server from 

the one under attack to another. 


